Section 1: Introduction to API Testing and Postman

Gain a foundational understanding of API testing’s importance and role in software development. Learn about Postman, a powerful API testing tool, and how to set it up. Explore its user interface, and create workspaces, collections, and requests for effective API testing.

Topic: Understanding the role of API testing in software development

Question 1: Why is API testing crucial in software development, and how does it differ from other testing types?

Answer: API testing ensures the functionality and reliability of the application’s APIs. Unlike UI testing, it focuses on the interface between components, making it effective for catching integration issues early. API testing also aids in performance, security, and functionality validation before the UI is developed, accelerating the development cycle.

Question 2: Give an example of a real-world scenario where API testing played a pivotal role in preventing a major software issue.

Answer: In a banking application, API testing helped detect a vulnerability where improper authorization allowed unauthorized users to access sensitive financial data. By identifying this issue early, the development team was able to fix the security flaw before it led to a data breach.

Question 3: How does API testing contribute to maintaining backward compatibility in software systems?

Answer: API testing ensures that changes to an API do not break the existing functionality for applications that rely on it. By running API tests against previous versions and new releases, developers can identify compatibility issues and adjust the API design or implementation to maintain backward compatibility.

Question 4: What are the key challenges in API testing, and how can they be mitigated?

Answer: Challenges include handling authentication, managing versioning, and dealing with complex data formats. These can be addressed by using tools like Postman to manage authentication tokens, implementing versioning strategies, and leveraging data-driven testing techniques to handle diverse data scenarios effectively.

Question 5: How does API testing impact the overall quality of a software product?

Answer: API testing ensures that components work seamlessly together, reducing integration risks. By validating data exchange, error handling, and performance, API testing enhances the software’s reliability, stability, and security, contributing to an improved user experience.

Topic: Introduction to Postman as a versatile API testing tool

Question 1: What are the primary features that make Postman a valuable tool for API testing?

Answer: Postman offers an intuitive interface for creating, sending, and validating API requests. Its features include request organization, environment management, automated testing, scripting capabilities, and collaboration tools, making it a comprehensive solution for API testing.

Question 2: How does Postman facilitate the process of parameterizing API requests for data-driven testing?

Answer: Postman allows the use of variables and environment files to dynamically substitute values in requests. By defining variables for different scenarios in an environment file, testers can execute the same request with various data inputs, enhancing test coverage and efficiency.

Question 3: Explain how Postman’s Collection Runner feature contributes to efficient API testing.

Answer: The Collection Runner enables the execution of multiple API requests in a sequence, streamlining the testing process. Testers can automate the execution of test scripts against various endpoints and input data, enabling thorough testing of API workflows.

Question 4: In what situations would you use Postman’s scripting capabilities, and how does it enhance API testing?

Answer: Postman’s scripting feature allows you to write JavaScript code for custom validation, data extraction, and manipulation. It’s useful for handling dynamic responses, extracting tokens, and performing complex calculations, thereby enabling more advanced and precise API testing scenarios.

Question 5: How does Postman foster collaboration among team members during API testing and development?

Answer: Postman provides Workspaces where team members can share collections, environments, and test scripts. Collaboration features like comments and version history allow testers, developers, and other stakeholders to communicate, review, and improve API tests collectively, ensuring higher-quality software.

Section 2: API Testing Fundamentals

Dive into the basics of APIs and HTTP/HTTPS protocols. Discover various API request types, handling headers, query parameters, and authentication methods. Develop skills to effectively handle authentication within Postman for secure API testing.

Topic: Fundamentals of APIs and HTTP/HTTPS protocols

Question 1: Imagine you are testing an e-commerce application’s API. Describe the key steps you would take to ensure proper authentication and secure data transmission over HTTPS.

Answer: To ensure secure authentication and data transmission, I would:

Verify that the API uses HTTPS to encrypt data during transmission.

Check for proper authentication methods such as OAuth, API keys, or tokens.

Confirm that sensitive data like passwords is not exposed in URLs.

Use tools like Postman to intercept and inspect requests and responses for security vulnerabilities.

Question 2: In an API testing scenario, explain the significance of request and response headers. Provide an example where headers play a critical role.

Answer: Request and response headers convey metadata and instructions between the client and server. For instance, the “Content-Type” header specifies the format of the request or response data. In a scenario involving image uploading, setting the “Content-Type” header to “multipart/form-data” indicates that the request contains file data, ensuring proper handling by the server.

Question 3: You’re testing an API that returns paginated data. How would you verify the pagination mechanism and ensure that all data is correctly retrieved?

Answer: I would send a series of requests to the API, incrementing the page parameter and monitoring the response. For each page, I’d validate the expected data, ensure that the “Next Page” link or header is accurate, and check for the presence of a “Total Pages” header or field. This approach ensures that the pagination mechanism functions correctly and that no data is missed.

Question 4: Describe a situation where an API request might require a query parameter, and explain how you would construct and test the request.

Answer: Let’s consider a weather forecast API. To retrieve the weather for a specific location and date, I would construct a GET request with query parameters like “city” and “date.” For instance, GET /forecast?city=NewYork&date=2023-08-15. I would test this request by sending it through Postman, validating the response for the correct weather data for the specified location and date.

Question 5: How does API testing contribute to ensuring data integrity and consistency in a distributed system?

Answer: API testing verifies that data is accurately exchanged between components, maintaining consistency and integrity. By sending requests with various data inputs and validating responses, API testing helps identify data discrepancies, ensuring that data remains accurate and synchronized across different parts of the system.

Topic: Different types of API requests: GET, POST, PUT, DELETE, etc.

Question 1: Explain the main differences between a GET request and a POST request in API testing. Provide a real-world example for each.

Answer: GET requests retrieve data from the server, typically using query parameters. For example, fetching a list of products (GET /products) from an e-commerce API. POST requests send data to the server, often used for creating resources, like adding a new product (POST /products) to the catalog.

Question 2: You’re testing an API that updates user profile information. How would you construct and test a PUT request to update a user’s email address?

Answer: I would construct a PUT request to the user’s profile endpoint (PUT /users/{userId}) with the updated email address in the request body. For example, { “email”: “new.email@example.com” }. I would then test the request using Postman, ensuring that the response confirms the successful update and that the user’s email has been changed accordingly.

Question 3: Describe a scenario where a DELETE request might be used in API testing, and explain the steps you would take to verify its functionality.

Answer: Consider a social media platform. To delete a user’s post, I would send a DELETE request to the post’s endpoint (DELETE /posts/{postId}). I would verify its functionality by first confirming the existence of the post, then sending the DELETE request, and finally checking that the post is no longer accessible and returns an appropriate response code (e.g., 204 No Content).

Question 4: How does API testing assist in verifying the idempotency of PUT and DELETE requests? Provide an example.

Answer: API testing ensures that repeating the same PUT or DELETE request produces the same result and doesn’t lead to unintended changes. For instance, sending the same DELETE request twice should result in the same outcome—deleting the resource. Testing this involves sending the DELETE request twice and verifying that the second request doesn’t cause any unexpected side effects or errors.

Question 5: Explain a situation where a PATCH request might be preferred over a PUT request, and outline the steps you would take to test a PATCH request.

Answer: PATCH requests are suitable for partial updates to a resource, while PUT requests replace the entire resource. Suppose you’re updating a user’s profile where only the profile picture changes. A PATCH request (PATCH /users/{userId}) would be more appropriate. To test it, I’d send a PATCH request with the changed data and validate that the specified fields are updated while others remain unchanged, using assertions in Postman.

Section 3: Writing Effective API Tests in Postman

Master the art of crafting well-structured API requests using Postman. Learn to validate responses using assertions, conduct data-driven testing with variables, and automate tests using Collection Runner and Newman CLI. Harness the power of scripts and variables for dynamic data extraction and request chaining.

Topic: Creating and structuring API requests within Postman

Question 1: You need to test an API that requires multiple steps to perform a specific action. How would you structure your Postman collection to ensure clarity and efficiency in testing this workflow?

Answer: I would structure the collection with multiple requests, each representing a step in the workflow. For example, a multi-step checkout process in an e-commerce app might involve adding items to the cart, selecting shipping, and making a payment. Each step would be a separate request within the collection, with variables to pass data between requests and ensure a coherent and organized test flow.

Question 2: Explain the benefits of using Postman environments for managing variables in your API tests. Provide an example scenario.

Answer: Postman environments allow you to store and manage variables for different test scenarios. For instance, you could have environments for testing on development, staging, and production servers. When testing an API across these environments, you can switch environments in Postman to use different base URLs, authentication tokens, or other variables without modifying the test scripts themselves, thus ensuring flexibility and reusability.

Question 3: How would you approach testing an API that requires complex authentication, such as OAuth2, within Postman? Walk through the process step by step.

Answer: To test an OAuth2-secured API in Postman:

Set up an environment with OAuth2-related variables (client ID, client secret, token URL).

Create a request for obtaining an access token using OAuth2, setting the necessary authorization type and headers.

Use the access token in subsequent requests by referencing the environment variable in the request headers.

Configure token refresh if required, ensuring seamless testing without manual token regeneration.

Validate responses for expected behavior.

Question 4: Describe a scenario where you need to handle a dynamic response from an API in your tests. How would you extract and use dynamic data using Postman’s scripting capabilities?

Answer: Imagine testing an API that returns a unique order ID upon successful order creation. I would use Postman’s scripting feature to extract this dynamic order ID from the response using JavaScript, store it in a variable, and then use that variable in subsequent requests to fetch or modify the order. This ensures accurate testing of specific order details without manual intervention.

Question 5: How can you ensure that your API tests in Postman are organized and easily maintainable, especially as the number of requests increases?

Answer: To maintain organization and manageability:

Group related requests into folders within the collection.

Use meaningful request and folder names.

Utilize comments within requests to provide context and details.

Leverage environments to store variables and configurations.

Regularly update and review the collection as the API evolves, removing redundant or outdated requests.

Topic: Automating tests using Postman’s Collection Runner and Newman CLI tool

Question 1: What is the Collection Runner in Postman, and how does it enhance the efficiency of your API testing workflow?

Answer: The Collection Runner allows you to execute a sequence of requests from a collection. It’s especially useful for data-driven testing, enabling you to iterate over sets of variables and input data. For instance, when testing an API’s CRUD operations, the Collection Runner can execute multiple scenarios with different data, automating extensive testing without manual repetition.

Question 2: Describe a situation where you need to perform load testing using Postman’s Collection Runner. How would you approach this, and what key metrics would you monitor?

Answer: Let’s say you’re testing an e-commerce API during a flash sale event. Using the Collection Runner, you would send concurrent requests to simulate high user traffic. Monitor key metrics like response times, throughput, and error rates. Ensure that the API can handle the load without performance degradation or crashes, allowing shoppers to have a smooth experience.

Question 3: Explain the purpose of the Newman CLI tool in Postman and how it can be integrated into a continuous integration (CI) process.

Answer: Newman is a command-line tool that allows you to run Postman collections outside of the Postman interface. It’s perfect for integrating API tests into CI pipelines. By invoking Newman in your CI configuration, you can ensure that your API tests are automatically executed whenever changes are made to the codebase, helping maintain code quality and preventing regressions.

Question 4: How can you parameterize data in your API tests when using the Collection Runner or Newman? Provide an example.

Answer: Parameterizing data involves using variables that change for each iteration of the test. For instance, in an e-commerce scenario, you might have variables like product IDs, quantities, and user details. By creating a CSV or JSON file with different data sets and using Newman’s -d flag, you can execute the collection with various data inputs, ensuring comprehensive test coverage.

Question 5: In a scenario where you have complex test dependencies, how can you ensure the proper order of execution when running tests using the Collection Runner or Newman?

Answer: You can use Postman’s test scripts to manage dependencies and ensure the correct order of execution. In each request’s test script, set environment variables that act as flags. Use these flags in subsequent requests’ scripts to conditionally run requests based on the completion of previous steps. This way, you orchestrate the desired order of execution and ensure accurate test scenarios.

Section 4: Advanced API Testing Techniques

Explore advanced techniques such as mocking APIs with Postman Mock Servers, testing pagination, rate limiting, and error scenarios. Gain insights into load testing and performance testing using Postman, and learn how to handle complex scenarios like session-based APIs.

Topic: Mocking APIs using Postman Mock Servers

Question 1: Describe a situation where you would use Postman Mock Servers for API testing. How would you set up and validate the mock server’s behavior?

Answer: Consider testing a mobile app’s registration flow. To simulate the backend’s response during development, I’d use a Postman Mock Server. I’d create a mock request and response, define response codes, headers, and example data. Then, I’d configure the app to make requests to the mock server instead of the actual API. By monitoring the mock server’s responses, I can ensure the app handles different scenarios correctly.

Question 2: How can you simulate dynamic behavior, such as time-based or conditional responses, using Postman Mock Servers?

Answer: To simulate time-based responses, I’d use Postman’s scripting feature to calculate and adjust timestamps in the response based on the current time. For conditional responses, I’d set up logic in the script to analyze request parameters and return different responses accordingly. This approach ensures realistic testing of time-sensitive or context-dependent scenarios.

Question 3: Explain the process of transitioning from using a Postman Mock Server for testing to the actual API for production. What steps are involved?

Answer: Transitioning involves updating the app’s configuration to point to the actual API endpoint instead of the mock server. Steps include:

Replacing the API base URL in the app code.

Testing thoroughly to verify that the app behaves correctly with the real API.

Gradually phasing out the mock server in favor of the actual API, while monitoring and addressing any issues that arise.

Question 4: How can you use Postman’s Mock Server to simulate different response codes (e.g., 404, 500) and verify how your application handles errors?

Answer: In Postman Mock Server, I’d configure responses for different error codes (e.g., 404 or 500) and include error messages or details in the response body. By directing the app to the mock server and making requests that trigger these error scenarios, I can ensure the app handles errors gracefully, displays appropriate messages, and doesn’t break.

Question 5: What are the benefits of using Postman Mock Servers over directly testing with the actual API during development?

Answer: Postman Mock Servers offer advantages such as:

Early and parallel development by frontend and backend teams.

Isolation for frontend development from backend dependencies.

Rapid testing of various scenarios without impacting the actual API.

Realistic simulation of different responses for thorough testing.

Reduced reliance on the availability and stability of the actual API during development.

Topic: Testing pagination, rate limiting, and error scenarios

Question 1: How would you design a comprehensive test suite to validate the pagination functionality of an API? What factors would you consider?

Answer: I would design tests to cover scenarios like:

Initial request and response validation.

Verifying that the “Next Page” link or token is correctly provided.

Testing pagination through a large dataset to ensure proper results.

Evaluating response time and performance as the dataset size increases.

Question 2: Describe a strategy for testing rate limiting in an API using Postman. How would you simulate exceeding rate limits and verify the API’s behavior?

Answer: I’d create a test suite that sends a high volume of requests in a short time, exceeding the rate limit. To simulate different responses, I’d use Postman’s scripting to alternate between 429 (Too Many Requests) and successful responses based on the request count. By analyzing the API’s responses, I can confirm that it correctly enforces rate limits and handles exceeded limits.

Question 3: Explain how you would approach testing different error scenarios (e.g., 400 Bad Request, 401 Unauthorized) in an API. Provide an example test case and the expected outcomes.

Answer: For a 401 Unauthorized scenario:

Test case: Send a request without valid authentication.

Expected outcome: Verify the response code is 401, and the response body includes an appropriate error message, such as “Authentication required.”

Question 4: What challenges might arise when testing error scenarios, and how can you overcome them?

Answer: Challenges include:

Ensuring consistency in error responses across different endpoints.

Handling edge cases and corner scenarios that trigger specific errors.

Verifying that error responses include detailed and helpful messages.

To overcome these challenges, I’d create a centralized library of expected error responses, automate tests for common error scenarios, and perform manual tests for unique situations.

Question 5: How can you use Postman’s scripting capabilities to automate testing of error scenarios? Provide an example.

Answer: To test an error scenario like a 404 Not Found:

Use a script in the pre-request section to modify the request URL to a non-existent endpoint.

Send the request and verify that the response code is 404.

In the tests section, validate that the response body contains an appropriate error message, indicating the resource was not found.

By effectively testing pagination, rate limiting, and error scenarios, you ensure your API handles various situations gracefully and provides a robust user experience.

Section 5: Integration and Collaboration

Discover ways to collaborate effectively by using Postman Workspaces for version control and team collaboration. Learn about importing, exporting, and sharing collections, and integrate Postman into CI/CD pipelines. Finally, generate API documentation and follow best practices for maintaining organized and efficient API test suites.

Topic: Version control and collaboration using Postman Workspaces

Question 1: How does using Postman Workspaces contribute to effective version control and collaboration in API testing? Provide an example of a scenario where Workspaces prove beneficial.

Answer: Postman Workspaces provide a shared environment where team members can collaborate on API testing. When multiple testers work on different features, Workspaces keep their collections organized and separate. For example, in a fintech app, one team member might focus on payment APIs, while another works on account management. Workspaces ensure that changes made by one person don’t impact another’s work, maintaining version control and efficient collaboration.

Question 2: Describe how Postman Workspaces handle conflict resolution when multiple team members are editing the same collection simultaneously.

Answer: Postman detects conflicts when team members make conflicting changes to the same collection. When a conflict occurs, Postman presents a resolution screen where users can compare changes, choose which version to keep, and merge modifications. This ensures that collaborative edits are managed without overwriting or losing work, promoting seamless teamwork.

Question 3: In a situation where a team member introduces an unintentional issue in a collection, how can you use Postman Workspaces to mitigate the problem and maintain the overall quality of API testing?

Answer: If an issue is introduced, you can revert to a previous version of the collection from the version history in Postman Workspaces. This allows you to roll back to a working state and continue testing. Additionally, you can involve team members in discussions within Postman comments, addressing the issue and collaborating to find a solution.

Question 4: How can you ensure that different team members have the appropriate access levels and permissions within a Postman Workspace?

Answer: Postman Workspaces provide granular access control. To ensure appropriate permissions, assign roles like “Read,” “Write,” or “Admin” to each team member. For instance, a tester might have write access to create and modify tests, while a developer might have admin access to manage collections. This prevents unauthorized changes and maintains a controlled testing environment.

Question 5: Explain how Postman Workspaces integrate with version control systems like Git. How does this integration facilitate seamless collaboration and code review?

Answer: Postman Workspaces can be linked to a Git repository, allowing collection changes to be automatically synchronized with the repository. When a team member makes changes in Postman, they can create a pull request to merge those changes into the Git repository. This integration streamlines collaboration, enabling code review, and ensuring that API tests are aligned with the codebase.

Topic: Importing and exporting collections for sharing and backup

Question 1: How can you efficiently share a Postman collection with a colleague who is not part of your Postman Workspace? Describe the steps and available options.

Answer: To share a collection externally, you can:

Export the collection as a JSON file.

Share the JSON file with your colleague through email or a shared drive.

Your colleague can then import the JSON file into their Postman instance, accessing the collection and its requests.

Question 2: Explain a scenario where exporting and importing collections become crucial for ensuring continuity during a project transition or migration.

Answer: Imagine transitioning from a development to a testing environment. Exporting the collection from the development workspace and importing it into the testing workspace ensures that the same set of API tests is available, maintaining consistency and reducing the risk of missing tests during the transition.

Question 3: How would you handle the situation where you need to update a shared Postman collection after it has been exported and shared with colleagues?

Answer: To update a shared collection, you can follow these steps:

Make the necessary changes to the collection within your Postman Workspace.

Export the updated collection as a new JSON file.

Share the updated JSON file with your colleagues, informing them of the changes.

They can then import the new JSON file to receive the updated collection in their Postman instances.

Question 4: What precautions should you take when exporting collections that include sensitive data, such as authentication tokens or API keys?

Answer: To ensure security when exporting collections with sensitive data:

Before exporting, review the collection to ensure no sensitive data is included.

Use Postman’s environment feature to store sensitive variables separately from the collection.

When sharing, inform colleagues to configure their environments with their own sensitive data.

Question 5: How does importing and exporting collections aid in disaster recovery and backup strategies for your API testing efforts?

Answer: Exporting collections provides a backup of your API tests, scripts, and configurations. In case of data loss or system failures, you can import the backed-up collection to quickly restore your testing setup. This ensures continuity and minimizes downtime, allowing you to resume testing promptly.

API testing has been considered the future of software testing and it has advantages in the ability to test for Backend functionality, time effectiveness, language independence, and GUI integration. It becomes a must for software testing projects to ensure product quality and at the same time important part of Testing/SDET interview questions and answers. In the post below we will check API Testing Interview Questions and Answers along with real time examples.

Content will be focused on below :  
- REST API testing interview Questions  
- Advanced API testing Interview Questions  
- Rest Assured API Testing interview Questions for experienced

WHAT IS AN API?

Imagine we are sitting at a table in a restaurant with a menu of choices to order from. The kitchen is the part of the “system” that will prepare your order. What is missing is a critical link to communicate your order to the kitchen and deliver your food back to your table. That’s where the waiter or API comes in. The waiter is the messenger – or API – that takes your request or order and tells the kitchen – the system – what to do. Then the waiter delivers the response back to you; in this case, it is the food.

Here is a real-life API example. We may be familiar with the process of searching for flights online. Just like the restaurant, you have a variety of options to choose from, including different cities, departure and return dates, and more. Let us imagine that you’re booking you are flight on an airline website.

We choose departure city and date, return city and date, cabin class, as well as other variables. In order to book your flight, you interact with the airline’s website to access their database and see if any seats are available on those dates and what the costs might be.

However, what if we are not using the airline’s website? What if we are using an online travel service, such as Kayak or Expedia, which aggregates information from a number of airline databases?

The travel service, in this case, interacts with the airline’s API. The API is the interface that, like your helpful waiter, can be asked by that online travel service to get information from the airline’s database to book seats, baggage options, etc. The API then takes the airline’s response to your request and delivers it right back to the online travel service, which then shows you the most updated, relevant information.

VERY IMP:  [BEGINNERS GUIDE FOR API TESTING](https://www.linkedin.com/pulse/beginners-guide-api-testing-sidharth-shukla%3FtrackingId=EfiAvt%252F3RPWRAonK1DAlBg%253D%253D/?trackingId=EfiAvt%2F3RPWRAonK1DAlBg%3D%3D)

Explain the major components of an API?

<https://www.linkedin.com/posts/sidharth-shukla-77b53145_sidpost-api-software-activity-7089077112594182146-LpDw?utm_source=share&utm_medium=member_desktop>

21. How to use Basic authentication in automation?

  Response resp = given()  
   .auth()  
   .basic("sid", "sid").when().get("https://reqres.in/api/users/2");  
     
    22. How to use Pre-emptive authentication in automation?

  Response resp1 = given()  
   .auth()  
   .preemptive().basic("sid", "sid").when().get("https://reqres.in/api/users/2");  
     
    23. How to use digest authentication in automation?

  Response resp2 = given()  
   .auth()  
   .digest("sid", "sid").when().get("https://reqres.in/api/users/2");  
      
    24. How to use Oauth2 authentication in automation?

  Response resp3 = given()  
   .auth()  
   .oauth2("").when().get("https://reqres.in/api/users/2");  
      
    25. How to use Oauth authentication in automation?    
      
   Response resp4 = given()  
   .auth()  
   .oauth("consumerKey", "consumerSecret", "accessToken", "secretToken").when().get("https://reqres.in/api/users/2");  
     
    26. How to use header for authorization(oauth2) in automation?  
  
   Response resp5 = given().header("Authorization","accessToken")  
   .when().get("https://reqres.in/api/users/2");  
     
    }

  29. What are the main differences between API and Web Service?

- All Web services are APIs but not all APIs are Web services.

- Web service uses three styles of use: SOAP, REST and XML-RPC for communication whereas   API  may be exposed in multiple ways.

  -  Web service needs a network to operate but APIs don’t need a network to operate.

Explain API Chaining with examples ?

<https://www.linkedin.com/posts/sidharth-shukla-77b53145_sidpost-apitesting-testautomation-activity-7118075315326746624-tJQh?utm_source=share&utm_medium=member_desktop>

 30. What is REST?  
  
- REST (Representational State Transfer) is an architectural style for developing web services which exploit the ubiquity of HTTP protocol and uses HTTP method to define actions. It revolves around resource where every component being a resource that can be accessed through a shared interface using standard HTTP methods.

- In REST architecture, REST Server provides access to resources and client accesses and makes these resources available.

- Each resource is identified by URIs or global IDs, and REST uses multiple ways to represent a resource, such as text, JSON, and XML.

What all 4xx status code you have used in your project, can you explain some of the error codes?  
  
<https://www.linkedin.com/posts/sidharth-shukla-77b53145_testing-testautomation-automation-activity-7091624769585905664-eUKK?utm_source=share&utm_medium=member_desktop>

Explain what statelessness means in REST?

Ans: Statelessness means that the client and server don’t store information about each other’s state. Since the server stores no information, it treats each client request as a new request.

As a consequence, the following conditions would apply:

The client request contains all information required for the server to process the request

Client application is responsible for storing session state

Explain different types of parameters in API, like path param, query param ?

<https://www.linkedin.com/posts/sidharth-shukla-77b53145_java-automation-javavirtualmachine-activity-7080762585028956161-qS-V?utm_source=share&utm_medium=member_desktop>

 How to send a Nested JSON object as payload?

Ans:  
Ex: {“space”: {

“name”:”myspace”,

“id”:”sidharth″

}}

HashMap<String,Object> mainobj= new HashMap<String,Object>();

HashMap<String,String> subobj= new HashMap<String,String>();

subobj.put("name","QA");

subobj.put("id","sidharth");

mainobj.put("space",subobj);

What is JSON Schema and how to perform Schema Testing with Rest Assured?  
  
Ans: [Click Here For Answer With Code](https://automationreinvented.blogspot.com/2022/03/what-is-json-schema-and-how-to-perform.html)

What are the disadvantages of REST API?

Ans:

Doesn’t enforce security practices

HTTP method limits you to synchronous requests

Due to statelessness, you might be unable to maintain state (e.g. in sessions)

 Explain Idempotency in API with examples:

<https://www.linkedin.com/posts/sidharth-shukla-77b53145_testing-sidpost-apitesting-activity-7178593745385238528-ysS4?utm_source=share&utm_medium=member_desktop>

What is Input injection and what are different ways to simulate user input?

Ans::  
Input Injection:  It is the act of simulating user input, in several ways you can simulate user input.

Direct Method Invocation

Invocation using an accessibility interface

Simulation using low-level input

Simulation using a device driver

Simulation using a robot  
  
What are some architectural styles for creating a Web API?

Ans::This is one of the fundamental Web API interview questions. Bellows are four common Web API architectural styles:

HTTP for client-server communication

XML/JSON as formatting language

Simple URI as the address for the services

Stateless communication

Which purpose does the OPTIONS method serve for the RESTful Web services?

Ans: The OPTIONS Method lists down all the operations of a web service supports. It creates read-only requests to the server.

1. What are the types of methods most used in RestAPI Testing?

GET/POST/PUT/PATCH/DELETE/HEAD/OPTIONS

P1 : GET POST DELETE

P2 : PUT

P3 : PATCH

2. What are the types of Status codes?

1xx informational response – the request was received, continuing process

2xx successful – the request was successfully received, understood, and accepted

3xx redirection – further action needs to be taken in order to complete the request

4xx client error – the request contains bad syntax or cannot be fulfilled

5xx server error – the server failed to fulfil an apparently valid request

3. What are the status codes you have come across in your API testing project?

<https://automationreinvented.blogspot.com/2019/03/what-are-most-used-api-status-codes.html>

4. What is GET Method?

GET Retrieve information about the REST API resource

5. What is POST Method?

POST Create a REST API resource

6.What is PUT Method?

PUT Update a REST API resource

7. What is DELETE Method?

DELETE Delete a REST API resource or related component

8. What is HEAD method?

The HEAD method asks for a response identical to that of a GET request, but without the response body.

This is useful for retrieving meta-information written in response headers, without having to transport the entire content

9. What is OPTIONS method?

The OPTIONS method returns the HTTP methods that the server supports for the specified URL.

This can be used to check the functionality of a web server by requesting '\*' instead of a specific resource.

10. PUT VS POST

PUT vs POST : An Example

Let’s list down when to use POST and when to use PUT :

GET /user-management/users: Get all users

POST /user-management/users: Create a new user

GET /user-management/users/{id} : Get the user information identified by "id"

PUT /user-management/users/{id} : Update the user information identified by "id"

It is good practice to use:

 - PUT for UPDATE operations.

 - POST for CREATE operations.

PUT is Idempotent

POST is not Idempotent.

10. Http vs HTTPS

 In HTTP, URL begins with “http://” whereas URL starts with “https://”

HTTP uses port number 80 for communication and HTTPS uses 443

HTTP is considered to be unsecured and HTTPS is secured

HTTP Works at Application Layer and HTTPS works at Transport Layer

In HTTP, Encryption is absent and Encryption is present in HTTPS

HTTP does not require any certificates and HTTPS needs SSL Certificates

11. Automate GET method and validate the status code?

|  |
| --- |
| @Test(description="Verify status code for GET method-users/2 as 200")  public static void verifyStatusCodeGET() {    Response resp = given()                                          .when()          .get("https://reqres.in/api/users/2");   assertEquals(resp.getStatusCode(),200);    } |

12.  Automate GET method and fetch response body?

 @Test(description="Verify status code for GET method-users/2 as 200")

 public static void verifyStatusCodeGET() {

Response resp=given().when().get("https://reqres.in/api/users/2");

assertEquals(resp.getBody().asString(),200);

 }

 13. Automate GET method and verify value from response body?(validate that total number pages =12)

|  |
| --- |
| @Test(description="Verify status code for GET method-users/2 as 200")  public static void verifyStatusCodeGET() {    Response resp=given().when().get("https://reqres.in/api/users");   System.out.println(resp.path("total").toString());   assertEquals(resp.getStatusCode(),200);  assertEquals(resp.path("total").toString(),"12"); } |

 14. How to pass query param with GET method in Rest Assured?

API Query parameters can be defined as the optional key-value pairs that appear after the question mark in the URL. Basically, they are extensions of the URL that are utilized to help determine specific content or action based on the data being delivered. Query parameters are appended to the end of the URL, using a '?

|  |
| --- |
| @Test  public void validateQueryParamInGiven() {      Response resp = given().queryParam("page", "2").  when().get("https://reqres.in/api/users");   assertEquals(resp.getStatusCode(),200);   System.out.println(resp.getBody().asString());  } |

15. How to pass header for GET method in Rest Assured?

|  |
| --- |
| @Test  public void validateGivenHeader() {      Response resp = given().header("Content-Type", "application/json").  when().get("https://gorest.co.in/public-api/users");   assertEquals(resp.getStatusCode(),200);  System.out.println(resp.getBody().asString());  } |

16. How to automate PATCH method in rest Assured?

The HTTP PATCH method can be used when a resource needs to be updated. This method is especially useful if a resource is large and the changes being made are small.

|  |
| --- |
| @Test(description="validate with jsonpath and json object and pass post body as json file")  public void MethodValidationPUT() throws IOException, ParseException {      FileInputStream file = new FileInputStream(new File (System.getProperty("user.dir")+"\\TestData\\put.json"));   Response resp =  given().header("Content-Type" , "application/json").body(IOUtils.toString(file,"UTF-8")).          when().patch("https://reqres.in/api/users/2");   assertEquals(resp.getStatusCode(),200);  assertEquals(resp.path("job"),"tester");    } |

17. How to automate PUT method in Rest Assured?

A PUT method puts or places a file or resource precisely at a specific URI. In case a file or a resource already exists at that URI, the PUT method replaces that file or resource. If there is no file or resource, PUT creates a new one.

|  |
| --- |
| @Test(description="validate with jsonpath and json object and pass post body as json file")  public void MethodValidationPUT() throws IOException, ParseException {      FileInputStream file = new FileInputStream(new File (System.getProperty("user.dir")+"\\TestData\\put.json"));   Response resp =  given().header("Content-Type" , "application/json").body(IOUtils.toString(file,"UTF-8")).          when().put("https://reqres.in/api/users/2");   assertEquals(resp.getStatusCode(),200);  assertEquals(resp.path("job"),"tester");    } |

18. How to automate POST method in Rest Assured?

 POST requests are used to send data to the API server to create or update a resource. The data sent to the server is stored in the request body of the HTTP request

|  |
| --- |
| @Test(description="validate with jsonpath and json object and pass post body as json file")  public void MethodValidationPOST() throws IOException, ParseException {      FileInputStream file = new FileInputStream(new File (System.getProperty("user.dir")+"\\TestData\\put.json"));   Response resp =  given().header("Content-Type" , "application/json").body(IOUtils.toString(file,"UTF-8")).          when().post("https://reqres.in/api/users");   assertEquals(resp.getStatusCode(),201);  assertEquals(resp.path("job"),"tester");    } |

What is the major drawback of using SOAP?

Ans: When using SOAP, users often get the firewall security mechanism as the biggest obstacle. This block all the ports leaving few like HTTP port 80 and the HTTP port used by SOAP that bypasses the firewall. The technical complaint against SOAP is that it mixes the specification for message transport with the specification for message structure.

When to use contract testing?[​](https://draft.blogger.com/blog/post/edit/2695082220643154739/2959745970430611222)

Ans: Contract testing is immediately applicable anywhere where you have two services that you need to communicate - such as an API client and a web front-end. Although a single client and a single service is a common use case, contract testing really shines in an environment with many services (as is common for a microservice architecture). Having well-formed contract tests makes it easy for developers to avoid version hell. Contract testing is a killer app for microservice development and deployment.

To learn more about the use of the pact in contract testing please refer: [ContractTestingWithPact](https://draft.blogger.com/blog/post/edit/2695082220643154739/2959745970430611222)

What are the status codes you have come across in your API testing project?

Ans: [Click Here For Status Codes](https://draft.blogger.com/blog/post/edit/2695082220643154739/2959745970430611222)

How to fix the error import io.restassured.RestAssured cannot be resolved?

Do you have the scope set to test when you are adding the mentioned dependencies? This limits the code from accessing that dependency's classes within the source code. That is, we can access those classes within your testsources (ex: ${project.dir}/src/test/java/<package>, ${project.dir}/test/<package>.

If that is not your intended use case, just remove the scope attribute.

 <dependency>

      <groupId>io.rest-assured</groupId>

      <artifactId>rest-assured</artifactId>

      <version>4.1.1</version>

  </dependency>

74. How to check API responses in mobile (Android/IOS) browser?

Ans: Using Fiddler or Charles Proxy. A proxy server is an intermediary for requests which travel from client to server and vice-versa.  
A proxy can exist on the same machine as the client or server, it can also exist on a separate machine. This is the case for the setup we are going to use in the current context where we will have a client (mobile phone with an application we want to debug), a proxy server (our PC ) and a Server (which communicates with the client).

![https://lh7-us.googleusercontent.com/mZN7Wjp47IqnzjnaQKGwhMmpv9OhuDzvzEdfjPxvdDiwv65KNj1ouEvpJQTs3Xmwh2yCDqMvvQnj7GtpEuq5w6qpsmdHZ6CgEHK5WrXR4lgyBcP4aNawCu-aDb2U64uxgOL1F3jwxLilvPGJDN5Rjpw](data:image/jpeg;base64,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)

How to validate Query Parameters in API Testing?

<https://www.linkedin.com/posts/sidharth-shukla-77b53145_sidpost-apitesting-qualityassurance-activity-7105754145323679744-k0ai?utm_source=share&utm_medium=member_desktop>

Scenario 1:

Question:

You are tasked with testing the authentication functionality of an API using Rest Assured. How would you approach this scenario?

Answer:

Firstly, I would ensure that I have clear documentation or understanding of the authentication mechanism used by the API, whether it's basic authentication, OAuth, or token-based authentication. Then, I would write test cases using Rest Assured to verify that the authentication process works as expected. This would involve sending requests with valid credentials and ensuring that the API responds with the expected status codes and authentication tokens. Additionally, I would simulate scenarios such as providing invalid credentials or missing authentication tokens to verify that the API handles these cases appropriately, returning the correct error responses.

Scenario 2:

Question:

You need to test an API endpoint that retrieves user data based on certain criteria using Rest Assured. How would you design your test cases for this scenario?

Answer:   
To test the user data retrieval endpoint, I would first identify the criteria that can be used to filter or retrieve specific user data, such as user IDs, usernames, or other attributes. Then, I would design test cases to verify that the endpoint returns the correct user data based on different combinations of criteria. This would involve sending requests with various parameters using Rest Assured and validating that the API responds with the expected user data. I would also include test cases to verify edge cases, such as requesting data for non-existent users or providing invalid criteria, to ensure that the API handles these scenarios gracefully and returns appropriate error responses. Additionally, I would consider testing performance aspects by sending requests with different load levels to assess the endpoint's scalability and response times.

API Testing External Resource with 100+ Q&A

<https://drive.google.com/file/d/1vlhMeb0jSB9fH6Z78nMG-iDg6pP8HADn/view?usp=sharing>